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Abstract

The paper wishes to present the audit process as part of a distributed framework in which a new set of metrics are built. The requirements for an audit process are described and on each of the lifecycle stages, the audit process is emphasized. The existing quality characteristics models from the literature are analyzed based on which a new set of metrics are built for sustaining the overall audit process.
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Audit process requirements

There is a large list of best practices in distributed software development from which audit procedures must be implemented and passed, for systems to enter into production and give relevant and reliable results.

The audit is a term which stands for listening the facts and figures provided from the activity of an organization. Initially, the term was used for the accounting and financial domain, but gradually spread in every area who needed a safe and impartial point of view on the audited activities. The auditing of the informatics systems is part of the general auditing process.

The audit for informatics systems refers to the following aspects according to [1]:

- the management responsibility;
- the incompatible function segregation;
- the access control;
- the physical security control;
- the disaster effect prevention control.

The literature includes several categories of audit concepts. According to [2] we mention the following ones:

- **Audit of Information Systems** – it aims the assessment of the information systems, the practices and operations regarding them;
- **Audit of Computer Information Systems** – it has the same significance with information system audit in an environment based on computer usage;
- **Computer Auditing** – it has many meanings: computer usage as instrument for auditing, audit in an environment based on computer usage or special investigations connected to financial audit.
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In order to conduct an audit process first of all, the auditors must find out which are the resources that they must evaluate and gather information about all the aspects involved along the activity line. After a well and rigorous documentation in the field examined the next stage is based on making qualitative and quantitative measurements and confront them with the figures provided by the company itself. At the end of the evaluation process they must provide a full documented report about what are the deficiencies of the analyzed field and what are the improvements that can be made to adjust the identified vulnerabilities and risks. The head management must implement the audit report suggestions and make a re-audit process to analyze its efficiency.

The responsibility for prevention and detection of the inconsistency and frauds in an information system depends on the ability of the management staff. The managers has to be sure that the appliance of an adequate internal control system is made without taking high risks and minimizing all that can be minimized with costs as low as possible. The internal control system represents the entire control system established by management staff in order to make the organization’s processes orderly and efficiently. Thus, it assures the conformity of the management methods, the protection of the capital and the completeness and accuracy of the records.

The technical auditor gives direct and detailed information to the management staff regarding all the activity of the auditing process, asking for any necessary additional resources for the audit process to run smoothly and with no interruptions. In his activity, the technical auditor needs the standards and the procedures used to evaluate the system to run the audit process and provide reliable results to the managers. Also, he is involved in the process of elaborating solutions and designing systems aiming a good functionality of the examined system.

The technical auditor has the following roles:
- taking into account all the risks involved by current informatics system implementation;
- carrying out the audit procedures for the targeted system;
- analyzing the obtained results and elaborating solutions to correct undesired behavior.

The following guidelines that presented in ISO 17799 and mentioned also in [2] should be followed in order to have an efficient and useful audit process:
- audit requirements should be agreed with appropriate management;
- the scope of the checks should be agreed and controlled;
- the checks should be limited to read-only access to software and data;
- access other than read-only should only be allowed for isolated copies of system files, which should be erased or given appropriate protection;
- resources for performing the checks should be explicitly identified and made available;
- requirements for special or additional processing should be identified and agreed;
- all access should be monitored and logged to produce a reference trail;
- the use of time stamped reference;
• all procedures, requirements, and responsibilities should be documented;
• the person carrying out the audit should be independent.

Auditors work with the full knowledge of the organization in order to understand the resources that they must check and the complete set of external connections with these assets. The audit process can be classified by its purpose in two different categories:
• internal audit – is conducted by specialists part of the organization having the role of making an internal radiography of the target area with the purpose of knowing the real state of the organization aspects implied;
• external audit – used by companies for getting external and reliable feedback about the current state of the audited domains and gaining trust in front of their possible clients; is made by third parties, independent from the audited organization which certifies through special means the quality of the audited processes.

The audit process for IT&C field is conducted on several levels. Is best that the audit process be implemented at each stage of development for distributed application in order to reduce as much as possible the negative influences given by uncontrolled factors.

A distributed application audit is a systematic, measurable, technical assessment of how organization's policy is used and if the distributed system is acting according to the specifications. Its main objective is analyzing IT&C area of the organization, to test the security levels for the respective information systems. In auditing the IT&C field, auditors must approach the following directions: the organization IT&C resources, the processes enrolled in the IT&C activity, the information security aspects and the computer security aspects.

The audit process follows a certain pattern to stand up to the existing standards and regulations. In auditing a distributed system the following aspects should be carried out: the communication process, the overall information process, the security constraints and the quality of the results provided by the system.

For undertaking an audit process for the information system of an organization, the organization itself must minimize the possible interferences between the audit and the business process. ISO’s standards describe a list of measures that could prevent the interference between this to processes as follows:
• audit requirements supervised by appropriate management;
• the actions taken should be only for check purposes;
• the checks should be limited to read-only access of data;
• back-up copies of vital data should be made before any audit operation;
• all audit operations must be logged for any possible failures;
• the whole process of auditing must be documented in order to provide detailed information about all the aspects involved.

In order for obtaining the best possible results, auditors must be qualified for their activity and also must not be implied in the activities that they are caring out.
Distributed applications lifecycle

Distributed systems are defined in [3] as a piece of software that ensures that a collection of independent computers appears to its users as a single coherent system.

In the realm of social software, examples of internet-based distributed platforms abound: a web-based platform for the shared creation and revision of a free, collaborative multilingual encyclopedia like Wikipedia; an online community platform where people plan and develop a new car along open source principles like OScar; collaborative community spaces for the collective use, modification, and redistribution of software e.g. Linux, Symbian OS, Mozilla, as well as countless distributed platforms found inside organizations that are meant to reduce costs and achieve high level of efficiency by successfully using resources in distributed manner.

Applications must shift to another approach in order to reach the end-user expectations. All the layers of a distributed application, developed stage by stage over the entire period of the software lifecycle, must follow the end-user criteria and meet their expectations. The new generation of distributed applications is built on the needs and aspirations of users to find exactly what they are looking for with no difficulty. Specifications must be developed and the distributed applications with the help of audit must serve totally the end user’s needs.

The new informatics applications are no longer instruments of organizations for which they were initially created, these applications must be orientated towards the end-user satisfaction. Considering the fact that geographical boundaries do not apply in the new society to information streams, the new applications must address a wider segment of users with diverse characteristics and demands [5].

This process can be achieved if, and only if, all the stages of development, in particular, for a distributed application and the lifecycle ones are approached from an end-user perspective.

For this, auditing procedures must be taken for not letting anything that didn’t respect the specifications to pass. Standards and regulations are rigorously defined for that software lifecycle stages to be unanimously accepted and all involved categories who are working along this process, starting from buyers, suppliers, developers, maintainers, operators, managers and ending with technicians to all have a common reference point and a common language.

The [6], which is the ISO standard for software lifecycle processes, in its updated form, that from 2008, ISO/IEC 12207:2008 Systems and software engineering – Software lifecycle processes, describes processes, activities, tasks and outcomes applied in the process of software acquisition and configuration of software. The primary lifecycle processes together with their corresponding activities are depicted below:
The audit must follow the lifecycle software path in order to have an end product with high expectancies and efficient workflow. An internal audit procedure could be implemented for each one of the aforementioned processes until the operation phase where an external development audit could be taken to guarantee the successful execution of the desired distributed system according to the initially defined specifications.

After the first external audit which will certify or not the final quality of the output, the implementation and operation together with a constant undergoing process of maintenance must be closely monitored and regular external audit procedures must be taken in order to certify the good operation of the product. In this way the end-users are assured that the quality of the final product which they are using is reliable and trustworthy.

The following picture describes an audit proposal procedure to be implemented along the lifecycle stages of a distributed application. Every stage can implement rigorous checkpoints to be followed so that the output of them to verify the figures targeted in the specifications.
The analysis phase determines the requirements and the final purpose of the product, what the system is supposed to do. It’s a well-defined picture of the problem what the system aims to solve, having as final output something like a UML Use Case Diagrams. If it’s the case that an existing product on the market is satisfying the specified needs, then the system will be bought only after the means by which the software will solve the desired problem are analyzed, determining in which degree can do this without any other added customizations. If the price of customization along with the price of the purchased product are still less than the prices for developing a new one then the purchase is the optimum solution, but still an internal audit must be implemented to reveal the possible flaws of the selected product.

During the development stage the software product is designed, created and tested and will result in a software product ready to be released to the customer with all the expectancies fully functional:

- the design phase aims to develop a solution for the problem wished to be solved. The provided solution will tell how the system is willing to solve the problem and which the most efficient approach to it is;
- in the implementation phase the focus is centered on to coding the solution from the design phase. Here, the code is produced to run in a hardware system and using some specific technologies for specific platforms;
- the testing phase where the produced code is validated according to the requirements and the design class model; the system complete functionality and robustness, in a great part, depends on these tests; this doesn’t mean that if a system passes the tests it’s right and developed like it supposed to work.

Maintenance and operation processes are both done in the same time. In the operation stage all the flows are revealed because the expected behavior is verified from multiple different views, those of the end-users, which are acting unpredictable and so any miss coding or designing functionality is revealed and the maintenance process must repair it.

In order that the maintenance process to be successful and easy to do, the software shouldn’t have used bad technologies, bad design, dirty code, or bad documentation. These all will end up in major obstacle in the maintenance process.

There is a tide bound between the processes found in the software lifecycle and audit as presented also in [6]:
Informatics applications corresponding to the new society are end-user oriented. They have the target group - the user, as a central element. Distributed applications must be designed for the user, to solve their problems quickly and achieve the highest degree of satisfaction. The characteristics of end-user oriented distributed applications are:

- permanent access to resources;
- large number of users facilitated by the distributed architecture;
- high degree of user satisfaction given by the end-user developing orientation;
- easiness in accessing the resources of the distributed application by a wide category of beneficiaries;
- no need of resource consumption on training procedure given by the engageability characteristic [7] of this distributed systems.

The higher the degree these characteristics are met, the better the user oriented applications’ quality is. The reorientation of applications to meet the users’ needs is required [8]. For the design of the user oriented applications the target group is analyzed. The applications’ quality characteristics depend on the target group’s members. The users’ satisfaction level is a good indicator of the application’s final quality [9]. User oriented applications are realized to solve their problems.

**Quality characteristics for distributed applications**

Different ways for classifying the quality characteristics have been observed in literature [10][11] and a comparison between them should emphasize the strong points of each one, with considerations about which are the best to use in different situations and from which perspective should they be analyzed: (i) users, (ii) administrators or (iii) organizations.

In order for distributed systems to behave according to the requirements and needs of people and contemporary organizations, stringent quality characteristics and sub-characteristics need to be met. Quality characteristics are defined by [12] as being a set of attributes of a software product by which its quality is described and can be evaluated.

The way in which these systems are designed must reflect the quality characteristics needed for usage and need to be carefully managed throughout the entire system life cycle. The McCall Quality Characteristics Model is based on the life cycle of a product.
and the characteristics are grouped by three major categories: operations, revisions, transitions, figure 4.

![Fig. 4 - McCall Quality Characteristics Model [13]](image)

The Boehm Quality Characteristics Model is more or less the same as the previous but he reorganized the nature of some characteristics, figure 5.

![Fig. 5 - Boehm Quality Characteristics Model [13]](image)

During all stages of the lifecycle—that is from starting to develop a distributed system using modeling languages, doing a back stage analysis upon the characteristics that are required in order to achieve the purposes for which the system is being built, through to the final stage of the lifecycle in which the system is removed from use or replaced—quality characteristics inevitably influence all the components with which the system interacts. By understanding better the underlying processes that constitute the distributed system’s Graphical System Interface, GUI and identifying the aspects that are relevant in providing useful and reliable results an analysis upon the quality characteristics at different levels for distributed systems must be made.

ISO had introduced in 1991 the following classification, figure 6 and identified six major characteristics and for each one, a set of sub characteristics based on which internal and external metrics could be developed.
The quality characteristics and their sub characteristics should be treated from several different perspectives to get a good understanding of how these can influence the overall performance of the system. The purpose of distributed systems can be unfolded as follows:

- increase efficiency by means of better interactions between participants;
- share resources to achieve a higher level of collaboration;
- dividing tasks for obtaining reliable results more effectively and efficiently.

Depending on the perspective we adopt, different characteristics can be identified for a distributed system. These perspectives can be categorized according to the following criteria:

- target group criteria – the users for which a distributed system is designed and who have their own opinions about how such a system must react when dealing with their requests;
- technological aspect criteria – from a technological perspective distributed systems must enclose all the characteristics of a distributed system much more;
- social or economic area of activating – depending on the type of jobs distributed systems are performing they must meet different characteristics, some more important than others; e.g., in the military field, the distributed systems of defence [15] has a stronger need for security than informal distributed systems such as Wikipedia;
- the nature of activities it serves: informing, negotiating, collaborating or cooperating; based on the nature of the activity that the system needs to support, certain characteristics are required.

In what follows, the four criteria will be discussed in more detail. Regarding the first criteria we can identify some important characteristics that a distributed system must
have, defined also in [16], in order to satisfy the designated target group for which it is built; these are important characteristics viewed from a user perspective:

- accessibility – is a general term used to describe the degree to which a distributed system is accessible by as many people as possible, with as less of assistance or none, preferable;
- availability – is the characteristic which reflects the time in which a system is fully operational and users can access its processes without interference;
- usability – describes the extent to which a distributed system can be used by specified users to achieve specified goals with effectiveness, efficiency and satisfaction in a specified context without any kind of impediments;
- reliability – refers to the capacity of distributed systems to perform tasks given a certain stressful setting without any unpredictable stops;
- efficiency – determines the relationship between the level of performance of a distributed system and the amount of resources used for generating results.

The second topic contains characteristics that must be met during the design stage but also after the distributed system is put into production. These kinds of characteristics are defined in [12] as quality software characteristics without which parts of a distributed system cannot serve its purposes: functionality, portability, maintainability, reusability.

The third aspect will require that specific characteristics are more rigorously treated than others depending on the domain in which distributed systems are integrated:

- scalability – geographical distributed systems rely heavily on two elements, one is the algorithms that are needed to compute all the data and the other one is a database in which attributes of the geographical elements are stored. From this point of view scalability—the power and easiness with which data or new elements can be added and the system’s ability to handle these growing amounts of data—requires careful management;
- security – distributed systems of defence have a greater need for security characteristics like confidentiality, integrity and authenticity due to the nature of the tasks for which these systems are implemented;
- accurateness – distributed medical systems must work with efficient algorithms and high precision otherwise situations in which doctors are performing remote procedures on patients could lead to dramatic results;
- completeness – informing distributed systems need to have huge databases filled with different types of data and they must cover as much as possible in relation to the specific subject domains for which these are employed.

For the fourth category—the purpose of a distributed system— we can identify several characteristics that are worth mentioning. Every category stresses certain of the aforementioned aspects while ignoring others, as follows:

- informative purpose – these types of distributed systems aim to gather and store information under a common aegis, helping people share their knowledge, hence, these systems must offer among other characteristics, the intrinsic characteristics of information: (i) accuracy, (ii) relevance and (iii) updated; e.g. Wikipedia;
• negotiating purposes – such distributed systems play a vital role in the negotiation process and therefore (i) the fault tolerance and (ii) non time consuming characteristics must persist; e.g. BidRivals negotiation system;
• the collaboration aspect is presented here as a group that is working towards a single goal but at an individual level different tasks are assigned in order to accomplish the common goal; such an approach must rely on a complex (i) document and (ii) process management system; e.g. Office SharePoint server;
• the cooperation captures the aspects of a distributed system used by a group of people who are trying to achieve the same goal, therefore having a common objective plus, using and sharing the same resources and working simultaneously and collectively like brainstorming activities; the characteristics which must emphasis in such systems are (i) atomicity and a (ii) boundless framework together with a (iii) low level of interference.

A new model can be achieved based on the four points of view, defined as the big four set of characteristics that wish to cover all the drawbacks and advantages of the aforementioned models. The model tries to regroup all what exists into a new approach that will help developers, managers, technicians and other users aim exactly what are the important characteristics that need to be closely monitored based on the aforementioned criteria.

**Fig. 7 – The big four quality characteristics criteria**

Based on the lifecycle stages, a hierarchy of the quality characteristics is made to reveal the order in which they must be taken into consideration for getting the most out of the final product. For each step of a product lifecycle we can rank the characteristics based on the moment in time where they should be discussed and implemented and also where the effects of their implementation are visible.
The implementation of the quality characteristics are taken into consideration at the first three processes of the software lifecycle in the following order:

- acquisition and supply – functionality, accessibility, reliability, relevancy;
- development – security, availability, efficiency, usability, accurateness, completeness, fault tolerance, resource consuming, analyzability, maintainability, atomicity, complexity, portability, reusability, usability.

The effects are visible at the following stages:

- operation – accessibility, availability, reliability, efficiency, security, usability, functionality, accurateness, completeness, relevancy, fault tolerance, resource consumers;
- revision – analyzability, changeability, stability, testability, updateability, complexity, atomicity;
- transition – portability, reusability and interoperability, scalability, low level of interference.

It is important that each one of the quality characteristic should be treated in the right time and on the right place because between all of them exists interconnections that will affect later the final result.

**Metrics for the audit process**

For doing a correct and relevant assessment upon the implications of the lifecycle processes for a distributed application upon the quality characteristics and sub characteristics, their quantitative aspects must be synthesized by means of some metrics that can measure the dynamics and the behaviour of each and every input factor in order that the audit process to be undertaken.

The following set of metrics are constructed based on the new quality characteristic model described in the previous chapters with the scope of getting significant output from final product when will be audited.

Based on the previous model, metrics can be defined like usability, portability, functionality, maintainability, reliability and efficiency helping auditors to get relevant intel about the behaviour of the distributed system according to the specifications.

Usability describes the extent to which a distributed system can be used by specified users to achieve specified goals with effectiveness, efficiency and satisfaction in a specified context without any kind of impediments, is the characteristic of being intuitive, [17] and can be measured by the following formula:

\[
UM = \frac{\sum_{i=1}^{n}(1 - p_i)}{m},
\]

where:
- UM – usability metric;
- n – the number of user’s successful operations with or without assistance;
The metric will take values between \( 0 \) and \( 1 \). If a user completed all operations successfully, then \( n \) will be equal to \( m \) and further more if it didn’t had need of any kind of assistance, \( UM = 1 \), which means that the system has maximum usability.

The following results from table 1, describe the behavior of a number of successful operations \( n=15 \) from a total number of \( m=20 \) operations, recorded for a group of users with regards to the usability of the distributed application.

**Table 1 – Usability data set**

<table>
<thead>
<tr>
<th>No.</th>
<th>The degree of assistance ( )</th>
<th>No.</th>
<th>The degree of assistance ( )</th>
<th>No.</th>
<th>The degree of assistance ( )</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0.52</td>
<td>6</td>
<td>0.75</td>
<td>11</td>
<td>0.85</td>
</tr>
<tr>
<td>2</td>
<td>0.71</td>
<td>7</td>
<td>0.87</td>
<td>12</td>
<td>0.52</td>
</tr>
<tr>
<td>3</td>
<td>0.62</td>
<td>8</td>
<td>0.23</td>
<td>13</td>
<td>0.83</td>
</tr>
<tr>
<td>4</td>
<td>0.34</td>
<td>9</td>
<td>0.96</td>
<td>14</td>
<td>0.87</td>
</tr>
<tr>
<td>5</td>
<td>0.36</td>
<td>10</td>
<td>0.78</td>
<td>15</td>
<td>0.95</td>
</tr>
</tbody>
</table>

The utility indicator based on the data from table 1 has the following value:

\[
UM = \frac{\sum_{i=1}^{n}(1-p_i)}{m} = 0.242
\]

The low degree of usability is given by:
- the fact that not all operations were completed successful, just 75% of them;
- the successful operations needed a high level of assistance in order to be completed.

Another characteristic that can be also measured is portability which defines the degree of changing the environment in which a distributed system is functioning without being forced to spend extra costs for these modifications. The metric used could be determined by the following formula:

\[
PM = \frac{\sum_{i=1}^{n}(1-p_i)}{m} = 0.242
\]

where:
- \( PM \) – portability metric;
  - the costs supported for the porting process;
  - the costs supported for the developing process of a distributed system.
In the best case scenario, if a distributed system must be moved in other working environments without extra costs then \( PM = 1 \), otherwise the metric will behave as follows:

\[
PM = 1 - \frac{C_{\text{int}}}{C_{\text{dev}}} = 0.912
\]

The scenario in which \( C_{\text{int}} > C_{\text{dev}} \) is the one in which the costs for changing the environment are greater than the design costs and it represents an unpractical solution, in this case, a new system should be developed.

If the \( C_{\text{int}} > C_{\text{dev}} \), then the PM metric has the following values:

The value of this metric should be close to 1, in order to have a high degree of portability.

Functionality is defined as the ability of a distributed system to interact properly among its own components and the external ones. Functionality can be calculated for distributed systems that already have passed the implementation phase, using the following formula:

\[
FM = \frac{n - \sum_{k=1}^{n} k}{m \cdot n}
\]

where:
- \( FM \) – functionality metric;
- \( n \) – total number of errors;
- \( k \) – number of bytes affected by error \( k \);
- \( m \) – total number of components.

The domain for the functionality metric is \( 0 \leq FM \leq 1 \). When no errors are detected functionality metric equals 1, otherwise, if errors occur in the transfer between the internal or external components affecting all information processed, \( FM = 0 \), because each error is counted for every transfer failed.

Table 2 contains the number of bytes affected by each one of the \( n=8 \) errors.

<table>
<thead>
<tr>
<th>Error no.</th>
<th>( BN_k ) (KB)</th>
<th>Error no.</th>
<th>( BN_k ) (KB)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>10</td>
<td>5</td>
<td>23</td>
</tr>
<tr>
<td>2</td>
<td>14</td>
<td>6</td>
<td>30</td>
</tr>
<tr>
<td>3</td>
<td>320</td>
<td>7</td>
<td>15</td>
</tr>
<tr>
<td>4</td>
<td>65</td>
<td>8</td>
<td>45</td>
</tr>
</tbody>
</table>
The matrix MCT – component transferred matrix is a symmetric matrix, where the element $a_{ij} = a_{ji}$, with

$$
MCT = \begin{pmatrix}
23 & 12 & 120 & 56 \\
12 & 52 & 98 & 43 \\
120 & 98 & 256 & 27 \\
56 & 43 & 27 & 120
\end{pmatrix}
$$

The functionality metric for the data extrapolated above has the value:

$$0.269,$$

with:

$$KB \text{ and } KB.$$

Maintainability is the characteristic which give users, if present, easiness in correcting bugs, meet new requirements or improve future maintenance. Metrics have been developed for measuring the maintenance index like:

- lines of code measures;
- McCabe measures – cyclomatic complexity [18];
- Halstead complexity.

Maintainability characteristic is defined by several system properties and for each one, metrics could be built:

- changeability;
- testability;
- analyzability.

The following metric aims to reveal the maintainability power of a distributed system from the perspective of adding new features, changing existing ones to comply with the new requirements or even eliminating some, aggregated also with the level of complexity defined by the graph associated with the distributed system. Changeability metric is defined below:

$$
\frac{S_0 - S}{S_0} = \frac{S_0 - (S_0 - S + S)}{S_0} = \frac{S}{S_0},
$$

(5)

where:

- initial number of source line;
- number of lines removed from the system;
- number of lines added to the system;
- number of lines modified from the system.

Another metric used for the maintainability index is the one which describes the number of paths from the initial point of the distributed system’s oriented graph to every
functionality described as a node. The distributed system’s graph is represented by its adjacency matrix AM defined below:

\[
(6)
\]

Based on this matrix GCM, the graph complexity metric is defined as:

\[
(7)
\]

The maintainability index MM, will be computed based on (5) and (7) as follows:

\[
(8)
\]

The two components found in the MM index influence in the following way:
- \( CM \) – if no changes are made in the system at the maintenance stage then \( CM=1 \), otherwise \( CM \) will decrease to zero accordingly with the degree of changes made;
- \( GCM \) – the minimum value of the GCM is 1, representing just a single functionality, otherwise if increase the number of functionalities and the connections between them, the complexity will increase unrestrictive;
- \( SL_0 \) – representing the weight of the changeability metric resulting in

Other factors could also influence maintainability but the power of code changeability and system complexity level are ones of great importance for a distributed system.

Let \( SL_0 = 500, SL_R = 50, SL_A = 100 \) and \( SL_M = 150 \), than

\[
CM = \frac{SL_0 - SL_R + SL_A}{SL_0 + SL_R + SL_A + SL_M} = 0.688.
\]

If the application has \( n=5 \) functionalities implemented and the adjacency matrix of the interactions between each functionality is defined below:

\[
AM = \begin{pmatrix}
1 & 0 & 1 & 0 & 1 \\
0 & 1 & 0 & 1 & 0 \\
1 & 0 & 1 & 0 & 1 \\
0 & 1 & 0 & 1 & 0 \\
1 & 0 & 1 & 0 & 1 \\
\end{pmatrix}
\]

\[
GCM = \sum \sum a_{ij} = 9
\]

than:

\[
MM = \left( 1 - \frac{1}{GCM} \right) \cdot CM = 0.611
\]
Reliability refers to the capacity of distributed systems to perform tasks given a certain stressful setting without any unpredictable stops. The metric referring reliability is described below:

\[ \text{RM} = \frac{\sum_{i=1}^{m} \frac{DS_{0i} - DS_{1i}}{T_i \cdot DS_i}}{m} = 2.19 \]

meaning a good value based on the percentage of data recovered, \( pdr \), which is:

\[ pdr = \frac{DS_{0i}}{DS_{1i}} \]

Efficiency is defined as the ability of a distributed system to achieve its objectives without waste of resources, such as memory, space and processor utilization, network bandwidth, time, etc.

If we know the following values, we can define the Halstead complexity, HC [19]:

- \( n_1 \) – the number of distinct operators;
- \( n_2 \) – the number of distinct operands;
- \( N_1 \) – the total number of operators;
- \( N_2 \) – the total number of operands.
- Program length: \( N = N_1 + N_2 \)
- Program vocabulary: \( n = n_1 + n_2 \);
- Volume:

- Difficulty:
- Efficiency: \( HC = D \times V \).

The efficiency metric, \( EM \), is described as an aggregated index of the efficiency of each functionality. Number of operations per time weighted with the complexity of an operation given by the Halstead complexity describes the efficiency for one functionality of a distributed system.

\[
EM = \frac{\sum_{j=1}^{m} nop_j \cdot HC_j}{\sum_{j=1}^{m} T_j} = 123.997
\]

The efficiency metric, being defined as an average of each functionality efficiency found in \((0; +\infty)\), has also its values in \( EM \in (0; +\infty) \).

When the time factor \( T \to \infty \) then efficiency is defined as \( \lim_{T \to \infty} EM = 0 \), meaning the lowest level of efficiency, otherwise the value of the indicator is improving.

Table 4 contains data for calculating the efficiency metric based on the time spent for executing a number of operations:

<table>
<thead>
<tr>
<th>Funct. No.</th>
<th>( nop_j )</th>
<th>( HC_j )</th>
<th>( T_j ) (ms)</th>
<th>Funct. No.</th>
<th>( nop_j )</th>
<th>( HC_j )</th>
<th>( T_j ) (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>40</td>
<td>150</td>
<td>40</td>
<td>5</td>
<td>45</td>
<td>34</td>
<td>65</td>
</tr>
<tr>
<td>2</td>
<td>50</td>
<td>100</td>
<td>30</td>
<td>6</td>
<td>10</td>
<td>143</td>
<td>45</td>
</tr>
<tr>
<td>3</td>
<td>100</td>
<td>40</td>
<td>10</td>
<td>7</td>
<td>80</td>
<td>25</td>
<td>30</td>
</tr>
<tr>
<td>4</td>
<td>20</td>
<td>300</td>
<td>50</td>
<td>8</td>
<td>50</td>
<td>10</td>
<td>15</td>
</tr>
</tbody>
</table>

EM value is greater than 0, meaning a good efficiency for the total number of functionalities.

The metrics used for auditing a distributed system must also be validate by statistical data gathered from the application usage and also by verifying the main properties of a metric, which are: representative; sensitive; general; stable; non-compensatory; non-catastrophic.

After a final review of these metrics the audit process can be carried out based on the values provided from measuring the quality characteristics of a distributed system.
Conclusions
The audit is a standard procedure that should be applied to a distributed system in order to certify whether or not the system is functioning like it was intended to and described in the specifications. For such procedure to take place and also to provide reliable and trustful results, a set of regulations and a strict set of procedures should be carried out. When auditing distributed applications, there are many things that must be taken into account due to the high complexity of such systems. For this a lifecycle approach is preferred because all the audit process is split it and mapped on each one of the software lifecycle stage. If for each one of the stages the audit is undertaken, analyzing the symmetry between what it does and what it supposed to do, then the risks of missing important aspects is diminishing.
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